
UNIT-III 

Software Design 

Good Software Design 

Good software design creates reliable, efficient, and adaptable software by following 

principles like modularity, abstraction, and simplicity, ensuring the system is correct, 

maintainable, and scalable. Key characteristics include high performance, robust security, 

ease of use, and the ability to accommodate future changes without significant 

rework. Design focuses on clear component organization, data structures, interfaces, and 

documentation to guide developers and meet user needs effectively. 

 

Fig: Basics of Software Design  

Key Principles of Good Software Design 

Correctness: The software accurately implements all specified requirements and functions as 

expected.  

Modularity: Breaking down the system into independent, reusable modules makes it easier 

to understand, test, and maintain.  

Scalability: The design allows the software to handle increasing workloads and user 

demands as requirements change.  

Flexibility/Maintainability: The system can be easily modified, updated, and extended to 

incorporate new features or bug fixes with minimal effort.  

Efficiency: A good design optimizes the use of system resources (time, memory, processing 

power).  
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Simplicity (KISS): Following the "Keep It Simple, Stupid" principle, designs should avoid 

unnecessary complexity, making them easier to understand and manage.  

Abstraction: Hiding complex internal details and exposing only necessary functionality to 

users, enhancing usability.  

DRY (Don't Repeat Yourself): Minimizing code duplication to promote code reuse and 

simplify maintenance.  

YAGNI (You Ain't Gonna Need It): Implementing features only when they are needed to 

avoid over-engineering and wasted effort.  

Essential Characteristics of Good Software 

Reliability: The software performs consistently and accurately under various conditions 

without defects.  

Usability: The software is intuitive, user-friendly, and provides a positive user experience.  

Security: The system is protected against unauthorized access and malicious attacks.  

Understandability: The design is well-structured, with clear documentation, allowing 

developers to easily grasp its logic.  

Completeness: The design includes all necessary components, modules, and interfaces 

required to build the system.  

The Design Process 

Planning: Proper planning and architectural design are crucial before development begins.  

Component & Interface Design: Decomposing the system into logical components and 

defining their interactions through well-defined interfaces.  

Documentation: A detailed software design document (SDD) outlining the system 

architecture, data design, and component specifications is essential for clarity and 

communication.  

 

Cohesion and Coupling 

In software engineering, cohesion measures how well the elements within a single module 

work together to achieve a common purpose, while coupling measures the degree of 

interdependence or "binding" between different modules. The goal is to achieve high 

cohesion (focused, single-purpose modules) and loose coupling (minimal inter-module 

dependencies) to create software that is more maintainable, reusable, and easier to understand 

and modify. 
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Cohesion (Intra-Module Binding) 

 Definition: The degree to which elements within a module are functionally related and 

focused on a single, well-defined task.  

 Goal: High cohesion is desirable.  

 Characteristics of High Cohesion: Modules are focused on a single responsibility, leading 

to better code readability and maintainability.  

 Elements within the module are strongly related and contribute to a common purpose.  

 Characteristics of Low Cohesion: Elements are scattered across different, unrelated 

functionalities.  

 A module performs too many unrelated tasks, making it hard to understand and maintain.  

Coupling (Inter-Module Binding)  

 Definition: The degree of interdependence or the extent to which one module relies on 

another.  

 Goal: Loose coupling is desirable.  

 Characteristics of Loose Coupling: Modules are independent, with minimal dependencies 

on each other.  

 Changes in one module are less likely to affect other modules, improving flexibility and 

testability.  

 Characteristics of High Coupling: Modules are tightly dependent on one another, often 

sharing data or control mechanisms.  



 Changes in one module can have ripple effects and require modifications in many other parts 

of the system, increasing complexity and reducing modularity.  

Relationship between Cohesion and Coupling  

 High cohesion often leads to loose coupling. A module that performs a single, well-defined 

task (high cohesion) will naturally have less need to interact with other modules, resulting in 

weaker dependencies (loose coupling). 

 Conversely, high coupling can be a sign of low cohesion. If modules are heavily dependent 

on each other, it suggests that their responsibilities are spread out, indicating low internal 

cohesion. 

 

Control Hierarchy 

A control hierarchy, or program structure, organizes components, such as modules or 

processes, into a tree-like diagram to manage complexity and define the flow of control. In 

this structure, a "superordinate" module controls its "subordinate" modules, forming a chain 

of command.  

Core concepts of control hierarchy 

Layering 

Layering is a design principle that organizes the components of a system into a hierarchy of 

conceptual layers. In a layered design, a module can only invoke functions of the modules in 

the layer immediately below it.  

 Top-down flow: The highest layer modules issue high-level commands, while the lower 

layers execute more specific tasks. 

 Reduced complexity: This approach simplifies debugging and maintenance, as problems are 

likely contained within a specific layer and its dependencies. 

 Abstraction: Each layer functions as an abstraction for the layer above it, hiding complex 

details.  

Control abstraction 

Control abstraction is the ability of a superordinate module to control its subordinates without 

knowing the precise implementation details of how the subordinate performs its task. The "if" 

and "while" statements in programming are examples of control abstractions that hide the 

underlying machine code.  



 Focus on purpose: This concept allows designers to focus on a module's desired effect rather 

than the intricate mechanisms of its implementation. 

 Information hiding: A higher-layer module is unaware of the lower-layer modules and their 

internal workings, which improves modularity.  

Depth and width 

The shape of a control hierarchy is described by its depth and width, which help evaluate the 

overall design.  

 Depth: The number of levels of control in the hierarchy. A deeper hierarchy may have many 

small, specialized modules, which can make the system more flexible but potentially harder 

to understand. 

 Width: The span of control, or the maximum number of modules under the control of a 

single module. A very wide hierarchy might indicate a lack of cohesion in the superordinate 

module.  

Fan-out 

Fan-out measures the number of modules that are directly controlled by a given module. It is 

a useful metric for evaluating a design's quality.  

 High fan-out: A high fan-out for a module is often a negative indicator. It suggests that the 

module has too many responsibilities (poor cohesion), is overly complex, and is tightly 

coupled to many other components, making it difficult to maintain and test. 

 Moderate fan-out: Good design typically has a moderate fan-out in the upper levels of the 

hierarchy.  

Fan-in 

Fan-in measures the number of modules that directly control or call a particular module. This 

metric is generally viewed favorably when it is high.  

 High fan-in: A high fan-in indicates that a module is being reused extensively throughout the 

system. This is a sign of good design because it promotes code reuse and simplifies 

maintenance, as a single, well-tested module can be used in multiple places. 

 Desirable design: Good software structure strives for high fan-in in the lower levels of the 

hierarchy and moderate fan-out in the upper levels. 

 



Software Design Approaches 

Key software design approaches range from traditional, high-level methods to modern, 

adaptable strategies like agile design. Each approach provides a structured methodology for 

tackling the complexity of a software system, ensuring that the final product is robust, 

scalable, and maintainable. 

 

Fig: Design Strategies in Software Engineering 

Classical approaches 

Top-down vs. bottom-up design 

These approaches determine the direction of the design process, with each method suited for 

different types of projects.  

 Top-down design: This approach begins with a high-level view of the entire system and 

systematically breaks it down into smaller, more detailed components and modules. 

o Best for: Complex systems that require a clear, overall structure, such as when designing a 

system from scratch. 

o Advantages: Simplifies complex problem-solving, provides a high-level overview, and 

maintains a strong focus on initial requirements. 

 Bottom-up design: This method starts with the individual, basic components and gradually 

assembles them into larger subsystems until the entire system is built. 



o Best for: Systems built from existing, reusable components or for early validation of low-

level functions. 

o Advantages: Promotes component reuse and simplifies the integration process by thoroughly 

testing components before combining them.  

Structured vs. object-oriented design 

These programming paradigms offer different ways of structuring a program, influencing 

how the system's logic is organized.  

 Structured design: A procedural approach that divides a program into a set of interacting 

functions or procedures, with data being treated separately. 

o Key tools: Data flow diagrams (DFDs) and structure charts visualize the system's processes 

and the flow of data. 

o Best for: Well-defined projects with stable requirements and straightforward procedural 

logic. 

 Object-oriented design (OOD): Focuses on creating a system around real-world objects that 

encapsulate both data (attributes) and behavior (methods). 

o Key principles: Encapsulation, inheritance, and polymorphism promote code reusability, 

scalability, and easier maintenance. 

o Best for: Large, complex projects that require flexibility and adaptability to changing 

requirements.  

Modern approaches 

Agile design 

Rather than a formal, linear process, agile design is an iterative and collaborative approach 

where design and implementation happen in small, frequent cycles called sprints.  

 Characteristics: Prioritizes flexibility, customer feedback, and continuous improvement. It 

uses a minimal, "just enough" design at the beginning, which evolves with each iteration 

based on feedback. 

Key methodologies: 

o Scrum: Manages a project using short, fixed-length sprints with regular ceremonies like 

daily stand-ups and sprint reviews. 



o Kanban: Visualizes workflow on a board and emphasizes continuous delivery while limiting 

work in progress. 

 Best for: Dynamic projects with evolving requirements and a strong emphasis on rapid, 

frequent delivery of working software.  

Component-based design (CBD) 

This approach builds software systems by assembling and integrating independent, reusable, 

and loosely coupled components.  

 Key characteristics: Components are self-contained units with well-defined interfaces. They 

can be replaced or updated without affecting the entire system. 

 Benefits: Reduces development time and costs by reusing existing, pre-tested components, 

leading to increased reliability and easier maintenance. 

 Best for: Large, modular applications where reusability is a key objective, including service-

oriented architectures.  

Service-oriented architecture (SOA) 

An architectural style that builds applications from loosely coupled, interoperable services.  

 Key principles: Services are standalone business functions that communicate over a network 

using standardized protocols. 

 Benefits: Enables faster development by reusing services, simplifies maintenance, and 

increases scalability by allowing services to run on different servers. 

 Best for: Large-scale enterprise systems and system integration projects where 

interoperability between different systems is crucial.  

Aspect-oriented programming (AOP) design 

A programming paradigm that increases modularity by separating cross-cutting concerns—

such as logging, security, or transaction management—from the core business logic.  

 How it works: Cross-cutting concerns are encapsulated in reusable modules called aspects. 

A technique called weaving automatically applies these aspects to specific points in the 

program's execution. 

 Benefits: Avoids code duplication, keeps core code focused on business goals, and makes it 

easier to modify or add features across the entire system. 



 Best for: Projects with system-wide concerns that affect multiple modules, often used in 

conjunction with object-oriented programming. 

Object oriented vs. Function oriented design  

In software engineering, object-oriented design (OOD) and function-oriented design (FOD) 

are two fundamental approaches for structuring a system. The primary distinction lies in their 

core focus: OOD emphasizes organizing software around data and objects, while FOD 

concentrates on breaking down a problem into a set of functions that transform inputs into 

outputs.  

Comparison of key differences  

Comparison 

Factors 

Function-Oriented Design (FOD) Object-Oriented Design (OOD) 

Basic unit Functions or procedures. Objects, which encapsulate both data 

and behavior. 

Approach Top-down: The system is broken down into 

smaller, more detailed functions. 

Bottom-up: Identifies objects and 

classes first, then assembles them to 

build the system. 

Data and logic Separated. State information is often kept 

in a centralized, shared memory, accessible 

by different functions. 

Combined. Data and the functions 

that operate on it (methods) are 

bundled together within an object. 

System state Functions can change the state of the entire 

system, which can be difficult to manage 

and debug in large applications. 

The system's state is distributed 

among objects, which makes it more 

controlled and easier to reason about. 

Key principles Modularity, high cohesion, low coupling, 

and information hiding. 

Encapsulation, inheritance, 

polymorphism, and abstraction. 

Reuse and 

extension 

Reuse is typically achieved by calling 

functions from different parts of the 

program, but can be less flexible. 

Extension often requires modifying 

existing functions, which can introduce 

errors. 

Promotes higher reusability and 

extensibility through inheritance and 

composition, allowing new objects to 

be created without altering existing 

code. 

Modeling 

tools 

Data Flow Diagrams (DFDs) and structure 

charts are commonly used to visualize the 

flow of data and the system's modular 

hierarchy. 

The Unified Modeling Language 

(UML), including class diagrams and 

sequence diagrams, is the standard for 

modeling objects and their 

interactions. 



 

Choosing the right design approach 

The decision between OOD and FOD is not a matter of which is universally superior, but 

rather which is better suited for a specific problem. Many modern systems and programming 

languages, such as Python and Java, support both paradigms, allowing developers to choose a 

hybrid approach that leverages the strengths of each.  

Choose object-oriented design when: 

 You need to model a complex system with many interacting entities. 

 The system requirements are likely to change and expand in the future. 

 Your project involves modeling real-world objects and their behaviors. 

 You want to maximize code reuse through inheritance and polymorphism.  

Choose function-oriented design when: 

 The system is primarily concerned with processing data through a series of transformations. 

 The system state is not a major factor or can be managed through a shared data store. 

 You are building smaller, self-contained components with clearly defined inputs and outputs. 

 The performance of concurrent operations is a priority, as stateless functions can be more 

easily parallelized. 

Overview of SA/SD Methodology 

The SA/SD (Structured Analysis and Structured Design) methodology is a traditional, 

process-oriented approach to software development that gained prominence in the 1970s and 

1980s. It breaks down complex systems into smaller, more manageable components using a 

"divide and conquer" strategy. This method is systematic, relying on graphical tools and clear 

documentation to define and model system requirements and design. 

The methodology is divided into two distinct phases: 

 Structured Analysis (SA): Focuses on determining what the system is required to do. 

Suitability Best for systems that are computation-

sensitive and have a stable set of 

operations, where the primary focus is on 

the sequence of actions. 

Ideal for large, complex systems that 

need to model real-world entities and 

are likely to evolve over time. 



 Structured Design (SD): Focuses on figuring out how the system will achieve its functions 

by defining its architecture and modules. 

 

Fig: Structured Analysis and Structured Design 
 

The Structured Analysis (SA) phase 

This phase focuses on understanding and documenting the system's functional requirements 

from the user's perspective. It involves a top-down, functional decomposition to break down 

the system into a logical model.  

Key tools and techniques of the SA phase include: 

 Data Flow Diagrams (DFDs): These graphical diagrams show the movement of data 

through a system, depicting processes, data storage, and external entities. 

 Data Dictionary: A centralized repository that defines all the data elements within the 

system, ensuring consistent and clear definitions for stakeholders. 

 Entity-Relationship Diagrams (ERDs): These are used to model the data layout of the 

system, showing the relationships between different entities. 
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 Process Specifications (Mini-specs): Detailed descriptions of the lowest-level processes on 

a DFD, often written using tools like Structured English or Decision Trees. 

 State Transition Diagrams: Illustrate the various states a system can have and the events 

that cause transitions between these states. 

 Context Diagram: The highest-level DFD, representing the entire system as a single process 

and showing its interactions with external entities.  

The Structured Design (SD) phase 

Building on the logical models created during the analysis phase, the design phase specifies 

the system's high-level architecture and low-level modules.  

Key concepts and deliverables of the SD phase include: 

 Structure Charts: These graphical representations show the system's architecture and the 

hierarchical relationships between program modules. They are derived directly from the 

DFDs created in the analysis phase. 

 Modular Programming: The design is broken into smaller, independent modules, which 

simplifies development, testing, and maintenance. 

 Coupling and Cohesion: This phase emphasizes low coupling (reduced dependencies 

between modules) and high cohesion (grouping functionally related elements within a 

module) to improve system quality. 

 Pseudocode: An informal, high-level description of a program's logic, used to specify the 

implementation details of each module. 

Advantages and disadvantages of SA/SD 

Advantages Disadvantages 

Clarity and simplicity: Provides clear, 

diagrammatic representations that help 

stakeholders easily understand the system. 

Rigidity and inflexibility: The highly 

structured and documentation-intensive process 

makes it difficult to accommodate changes in 

requirements. 

Modularity: Breaks down complex systems into 

manageable, independent modules, which 

improves maintainability. 

Time-consuming: Requires significant upfront 

planning and extensive documentation, which 

can increase the overall project timeline. 

Better communication: Offers a common Limited iteration: Not well-suited for agile or 



language and framework for technical and non-

technical stakeholders to communicate about the 

system design. 

iterative development, as it is fundamentally a 

linear, single-pass methodology. 

Improved testability: The modular and well-

documented structure makes it easier to 

systematically test individual components. 

Complexity management: For extremely large 

and complex systems, managing the volume of 

diagrams and documentation can become a 

challenge. 

Predictable outcomes: The systematic approach 

leads to predictable and stable system behavior. 

Overhead for small projects: The extensive 

documentation and analysis can create too 

much overhead for small-scale projects. 

 

The legacy of SA/SD 

While modern software development has largely shifted toward more agile and object-

oriented methodologies, the core principles of SA/SD remain relevant. Its emphasis on 

thorough requirements analysis, graphical modeling, and designing a modular system 

architecture continues to influence current software engineering practices. Key concepts like 

functional decomposition and the separation of analysis (what to do) and design (how to do 

it) are still fundamental to many contemporary approaches. 

Data flow diagram 

A Data Flow Diagram (DFD) in software engineering is a visual representation of how 

information moves through a system. It maps the flow of data, showing where it comes from, 

where it goes, and how it is transformed, stored, and distributed by various processes. DFDs 

are used in system analysis and design to help technical and non-technical stakeholders 

understand a system's functions and boundaries.  

 

Fig: Basic Structure of DFD 



Core components 

DFDs use four primary symbols to illustrate a system's data flow:  

 External Entities: Sources or destinations of data outside the system, such as a customer, a 

bank, or another information system. They are often represented by a square. 

 Processes: Activities or functions that change or transform incoming data into outgoing data. 

They are typically represented by a circle or a rounded rectangle. 

 Data Stores: Repositories where data is stored for later use. This could be a database, file, or 

even a folder of documents. It is often depicted as an open-ended rectangle. 

 Data Flows: Arrows that represent the movement of data between entities, processes, and 

data stores. The arrows are labeled to indicate the type of data being moved.  

Levels of DFDs 

DFDs are structured in a hierarchical manner, with each level providing more detail. This 

decomposition allows for a progressive understanding of a system, from a high-level 

overview to intricate details.  

 Level 0 (Context Diagram): The highest-level view that represents the entire system as a 

single process. It shows the system's relationship with external entities but does not detail its 

internal workings. 

 Level 1: This diagram breaks down the single process from the context diagram into its 

major sub-processes. It provides a more detailed view of the system's core functions and 

introduces data stores. 

 Level 2: This level dives deeper by breaking down one of the processes from the Level 1 

DFD into even more specific sub-processes. This shows more granular details of the data 

flows and logic. 

 Higher Levels (3+): For highly complex systems, a DFD can be decomposed further. 

However, going beyond Level 2 or 3 is uncommon, as it can make the diagram too complex 

for effective communication. 

Types of DFDs 

DFDs can be classified into two main types, each focusing on a different perspective of 

system design: 



 

  Logical DFD: Focuses on the business and its activities, showing what data flows through a 

system to perform functions. It abstracts away implementation specifics like software and 

hardware. Logical DFDs is used in various organizations for the smooth running of system. 

Like in a Banking software system, it is used to describe how data is moved from one entity 

to another. 

 



 Physical DFD: Shows how the system is implemented, including the hardware, software, 

files, and even the people involved. It is more detailed and provides a more technical 

perspective. Physical DFDs are more detailed and provide a closer look at the actual 

implementation of the system, including the hardware, software, and physical aspects of data 

processing. 

 

Purpose and benefits 

DFDs are a valuable tool in software engineering for several reasons: 

 Visual clarity: DFDs make complex systems easier to understand for both technical and non-

technical stakeholders. 

 Problem analysis: They help identify inefficiencies, redundancies, and potential bottlenecks 

by visualizing the data flow. 

 Improved documentation: A well-crafted DFD serves as useful documentation, clarifying a 

system's functions and requirements for current and future development. 

 Enhanced collaboration: DFDs provide a shared point of reference that promotes 

communication and alignment among project teams. 

 



Extending DFD technique to Real life systems 

To extend Data Flow Diagrams (DFDs) to real-life systems, you must model control flow, 

events, and data stores alongside data transformations, often by incorporating extensions like 

the Ward and Mellor technique which adds control processes (dashed circles) for managing 

timing and dependencies. You can also combine DFDs with other techniques like structure 

charts, swimlane diagrams, or user flow diagrams to capture different aspects of the system, 

break down complexity, and provide comprehensive system documentation for both technical 

and non-technical stakeholders.  

Key Strategies for Extending DFDs 

 Model Control Flow: Real-time systems have strict time constraints, so you must 

incorporate control flow and events into the DFD model.  

 Ward and Mellor Technique: This method extends traditional DFDs by introducing 

"control processes" (represented by dashed circles) that handle control flows and 

enable/disable components based on conditions.  

 Decompose into Sub-Diagrams: For complex systems, break them down into smaller, more 

manageable DFDs for different functionalities. This improves readability and 

maintainability.  

 Use a Data Dictionary: Create a data dictionary to define all the data items used across the 

various DFD levels. This ensures consistency and clarity in data definitions for the entire 

system.  

Consider Logical vs. Physical DFDs: 

 Logical DFDs: focus on what the system does (e.g., how data is transformed), while Physical 

DFDs detail how the system does it (e.g., which physical databases or processes are used).  

 Incorporate External Entities and Data Stores: Clearly define all external entities (users, 

other systems) and data stores (databases, files) that interact with the system's processes.  

Combining DFDs with Other Tools 

 Structure Charts: Use structure charts to represent the software's architecture, showing 

modules, their relationships, and data passed between them, complementing the DFD's data-

focused view.  

 Swimlane Diagrams: Employ swimlane diagrams to visualize complex control flow, 

decision points, and alternative paths within a process that are not easily shown in a standard 

DFD.  

 User Flow Diagrams: Create separate user flow diagrams to detailedly capture user 

interactions and user interface (UX) aspects, as standard DFDs are limited in this regard.  
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 Security and Threat Modeling: Integrate DFDs with threat modeling techniques, such as 

the Sion approach, to perform security analysis, ensure security by design, and document the 

security solutions applied within the system.  

Benefits of Extended DFDs 

 Improved Communication: DFDs provide a visual and easy-to-understand representation 

for both technical and non-technical stakeholders.  

 Enhanced System Understanding: They offer a clear view of how data moves and 

transforms, helping stakeholders understand the system's operations and limitations.  

 Better Documentation: DFDs are an integral part of system documentation, ensuring that 

processes and data flows are well-defined for development and maintenance.  

 Streamlined Workflows: By clearly mapping data flows, DFDs help streamline workflows 

and improve operational efficiency in real-world business systems.  

 

Basic Object oriented concepts 

Object-Oriented Programming (OOP) in software engineering is a paradigm based on the 

concept of "objects," which can contain data and code to manipulate that data. The 

fundamental concepts of OOP are: 

 Class: 

A blueprint or a template for creating objects. It defines the common attributes (data) and 

behaviors (methods) that all objects of that class will possess. For example, a "Car" class 

might define attributes like make, model, and year, and methods 

like start_engine() and accelerate(). 

 Object: 

An instance of a class. When a class is defined, no memory is allocated until an object of that 

class is created. An object represents a real-world entity and has a state (defined by its 

attributes) and behavior (defined by its methods). For example, "myCar" could be an object 

of the "Car" class with specific values for make, model, and year. 

 Encapsulation: 

The bundling of data (attributes) and methods that operate on the data within a single unit 

(the object), and restricting direct access to some of an object's components. This hides the 

internal implementation details and protects the data from external interference. 

 Inheritance: 

A mechanism where a new class (subclass or child class) derives attributes and behaviors 

from an existing class (superclass or parent class). This promotes code reusability and 
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establishes a hierarchical relationship between classes. For example, a "SportsCar" class 

could inherit from the "Car" class, gaining its basic properties and then adding specific sports 

car features. 

 Polymorphism: 

The ability of an object to take on many forms. In OOP, this often refers to the ability of 

different objects to respond to the same method call in different ways, based on their specific 

class implementation. This can be achieved through method overriding (runtime 

polymorphism) or method overloading (compile-time polymorphism). 

 Abstraction: 

The process of simplifying complex reality by modeling classes based on essential properties 

and behaviors, while hiding unnecessary details. It focuses on what an object does rather than 

how it does it, providing a clear and concise interface for interaction. 

UML Diagrams 

UML (Unified Modeling Language) diagrams are visual blueprints used in software 

engineering to model, design, and document complex systems. They provide a standardized 

way to visualize system architecture and behavior, helping to simplify complex ideas, 

enhance communication, and plan projects more effectively. UML diagrams are categorized 

into two main types: structural and behavioral. 

 

Fig: Unified Modeling Language (UML) Activity Diagram 

Structural diagrams 

Structural diagrams represent the static aspects of a system, showing its fundamental 

components and how they relate to one another.  
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 Class Diagram: The most common UML diagram, it shows the classes in a system, their 

attributes, methods, and the relationships between them, such as inheritance, association, and 

composition. 

 Component Diagram: Visualizes a system's larger components and their dependencies. It 

shows how different software components, like modules or services, are organized and 

interact. 

 Object Diagram: A snapshot of the system at a specific moment in time. It shows instances 

of classes (objects) and their relationships, often used to test the accuracy of a class diagram. 

 Package Diagram: Organizes UML model elements, like classes or other packages, into 

logical groups to show the dependencies between them. It is helpful for managing and 

understanding large systems. 

 Deployment Diagram: Illustrates the physical deployment of software components on 

hardware nodes in a distributed system, showing how software and hardware interact. 

 Composite Structure Diagram: Describes the internal, run-time structure of a classifier, 

such as a class or component, including its parts and their interactions. 

 Profile Diagram: An advanced diagram for extending UML by defining custom stereotypes, 

tagged values, and constraints for a specific domain.  

 

Behavioral diagrams 

Behavioral diagrams capture the dynamic aspects of a system, illustrating how components 

interact and behave over time.  
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Use Case Diagram: Models the functionality of a system by showing the interactions 

between external actors (users or other systems) and use cases (the functions the system 

provides). 

Activity Diagram: A visual flowchart that shows the step-by-step flow of control from one 

activity to another. It is useful for modeling business workflows and processes. 

Sequence Diagram: Illustrates how objects interact with each other over time by showing 

the order of messages exchanged between them. The vertical axis represents time. 

State Machine Diagram: Describes the behavior of an object as it moves through different 

states in response to events. It is useful for modeling reactive objects. 

Communication Diagram: Similar to a sequence diagram, it focuses on the messages passed 

between objects, but emphasizes the structural organization of the objects over the sequence 

of events. 

Interaction Overview Diagram: Combines elements from activity and sequence diagrams to 

provide a high-level overview of complex interactions. 

Timing Diagram: A specialized form of sequence diagram that focuses on the timing and 

duration of events and interactions, especially useful for real-time systems. 

Benefits of using UML diagrams 

 Simplify complexity: Break down large, complex systems into manageable, visual 

components that are easier to understand. 

 Improve communication: Provide a standardized visual language that helps developers, 

designers, and non-technical stakeholders stay on the same page and communicate 

effectively. 

 Enhance design and documentation: Serve as living blueprints for the system, making it 

easier to document architecture, track progress, and onboard new team members. 

 Identify issues early: Allow teams to spot potential gaps, inefficiencies, or design flaws 

before any coding begins, saving time and money. 

Structured design, Detailed design, Design review 

In software engineering, structured design, detailed design, and design review are distinct but 

interconnected stages of the design process. Together, they transform high-level requirements 

into a concrete plan for implementation and ensure the quality and viability of the final 

software product.  

 



Aspect Structured Design 

(High-

Level/Architectural) 

Detailed Design (Low-

Level) 

Design Review 

Purpose To define the overall 

software architecture, 

breaking a complex 

system into smaller, 

independent modules. 

To specify the internal 

workings of each 

module defined in the 

structured design. 

To evaluate and 

scrutinize the design at 

various stages to find 

defects, address issues, 

and confirm that 

requirements are met. 

Focus How the system is 

structured into 

components and 

subsystems, emphasizing 

modularity, coupling, and 

cohesion. 

The "how" of 

implementation, 

covering data structures, 

algorithms, and class 

diagrams. 

The quality, 

functionality, and 

adherence to 

requirements of the 

design. 

Key Activities • Functional 

Decomposition: Breaking 

down the system into a 

hierarchy of functions. 

• Interface 

Design: Defining how 

modules will interact with 

each other. 

• Modeling: Using tools 

like Data Flow Diagrams 

(DFDs) and Structure 

Charts to represent the 

system. 

• High-level Data 

Design: Planning the 

overall data flow and 

storage. 

• Algorithm 

Design: Specifying the 

logic for each module. 

• Data Structure 

Specification: Detailing 

data types and 

relationships for 

databases and in-

memory structures. 

• Error 

Handling: Planning how 

the system will handle 

exceptions and invalid 

input. 

• Prototyping: Creating 

advanced prototypes to 

test detailed elements. 

• Walkthrough: The 

designer guides a team 

through the design. 

• Inspection: A formal 

process with checklists 

to find defects. 

• Peer Review: A 

systematic 

examination by other 

developers. 

• Critical Design 

Review (CDR): A 

formal review to 

scrutinize the mature 

design before 

implementation. 

Output/Deliverable • System Architecture 

Document: A description 

of the system's structure. 

• Structure 

Charts: Graphical 

representation of the 

module hierarchy. 

• High-level Data 

Models: Such as Entity-

Relationship Diagrams 

(ERDs). 

• Detailed Class 

Diagrams: In object-

oriented design. 

• Pseudocode: Informal, 

high-level code 

representing the 

module's logic. 

• Database Schema: The 

finalized design for the 

database. 

• UI/UX 

Mockups: Prototypes 

• Review 

Report: Documenting 

feedback, identified 

issues, and 

recommended actions. 

• Action Items: Tasks 

assigned to address the 

issues raised during 

the review. 

• Design Sign-off: The 

team's formal approval 

to proceed with the 



that test detailed page 

elements. 

next phase. 

 

The importance of design reviews 

A key component of this process is the design review, which provides crucial quality 

assurance at every stage.  

 Catching defects early: Reviewing the design before coding begins is far less expensive 

than fixing issues later in the development cycle. 

 Enhancing quality and reliability: Reviews help ensure that the design is robust, scalable, 

and maintainable by identifying potential problems and guiding the team toward best 

practices. 

 Aligning with requirements: Reviews confirm that the design aligns with stakeholder 

requirements and a project goal, ensuring the final product meets expectations. 

 Promoting collaboration: Design reviews bring together different stakeholders to share 

knowledge, brainstorm, and cultivate a culture of learning. 

Characteristics of a Good User Interface 

A good user interface is clear, consistent, intuitive, responsive, and efficient, prioritizing user 

control and feedback while minimizing cognitive load. It should also be aesthetically 

pleasing, accessible to diverse users, provide error recovery, and use familiar design elements 

to facilitate ease of use and reduce confusion and frustration.  

Here are the key characteristics: 

Usability & Efficiency 

 Clear and Simple: 

The interface should be easy to understand, with clear communication of the system's 

function.  

 Intuitive & Familiar: 

Users should be able to learn the system quickly and easily by using familiar concepts and 

predictable patterns.  

 Efficient: 

It should minimize the time and effort required for users to complete tasks and achieve their 

goals.  



Consistency & Feedback 

 Consistent: 

Uniform design elements, such as colors, fonts, and layout, create a cohesive and 

recognizable experience, reducing user confusion.  

 Responsive: 

The interface should adapt to different devices and screen sizes and provide quick feedback 

to user actions, ensuring a smooth and frustration-free experience.  

 Provides Feedback: 
The system should provide regular and meaningful feedback on user actions and system 

status.  

User Control & Recovery 

 User Control: 

Users should feel in control of the interface, with the ability to perform tasks without 

unnecessary restrictions.  

 Forgiving (Error Recovery): 

The interface should anticipate potential user errors and offer easy ways to recover, such as 

an "undo" feature.  

Accessibility & Aesthetics 

 Accessible: 

A good UI ensures inclusivity for all users, regardless of their abilities.  

 Attractive: 

The interface should be visually appealing, using graphics and a thoughtful layout to create a 

positive impression.  

Other Qualities 

 Proactive: 

A good UI can also be proactive, anticipating user needs and providing guidance or shortcuts 

for advanced users.  

 Maintainable: 

The interface should be structured to allow for future changes and updates without 

compromising existing functionality.  
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User Guidance and Online Help 

User guidance and online help in software engineering are integrated systems of support, 

including in-app prompts, interactive walkthroughs, comprehensive user guides (manuals, 

FAQs), and clear user interface (UI) design principles like visual feedback and consistent 

navigation, all designed to improve software usability and user satisfaction by providing clear 

instructions, preventing errors, and facilitating efficient task completion for users of all skill 

levels.  

Types of User Guidance and Online Help 

 In-App Guidance: 

Contextual, real-time assistance directly within the software, helping users navigate features, 

understand workflows, and resolve issues without leaving the application.  

 User Guides & Manuals: 

Detailed, step-by-step instructions for installation, use, and troubleshooting.  

 User Manuals: Comprehensive documents, often in PDF format, for in-depth learning.  

 FAQs: Collections of frequently asked questions and concise answers for quick problem-

solving.  

 Interactive Walkthroughs: 

Step-by-step, on-screen demonstrations of software functionality, often used for onboarding 

new users.  

 Release Notes: 

Short summaries communicating updates, bug fixes, and new features to keep users 

informed.  

 Training Manuals: 

Structured guides for formal, often group-based, learning to use a product.  

Key Principles for Effective Guidance 

 Clarity: 

Ensure all labels, icons, and messages are easy to understand and do not require guesswork.  

 Feedback: 

Provide immediate responses to user actions, showing system status, completed tasks, and 

errors.  

 Simplicity: 

Present only necessary information to avoid overwhelming users and maintain a focused, 

clean interface.  

 



 Flexibility: 

Design for users of different skill levels and support accessibility across various devices and 

screen sizes.  

 Error Prevention & Correction: 

Design interfaces that prevent mistakes and provide clear, easy ways for users to fix errors.  

 Consistency: 

Maintain consistent navigation, element placement, and visual design across the software for 

a predictable experience.  

Benefits of Good User Guidance 

 Improved Efficiency: Users can perform tasks more quickly and accurately.  

 Reduced Errors: Clear guidance minimizes mistakes.  

 Increased User Satisfaction: Easier interaction leads to a better overall experience.  

 Faster Product Adoption: Effective guidance helps users learn and utilize the software to its 

full potential.  

 Lower Support Load: Users can find solutions themselves through readily available help 

resources.  

 

Mode-based vs Mode-less Interface 

In software engineering, a mode-based interface presents different sets of commands or input 

behaviors depending on the current state (mode) of the system, while a modeless interface 

provides the same set of commands and predictable behavior regardless of the system's 

state. Modeless interfaces are generally preferred to prevent user confusion and mode errors, 

but mode-based interfaces can be effective when the user can clearly understand the current 

mode and the interface provides necessary context for different tasks. 

Mode-Based Interface 

 Definition: 

A mode is a setting or state where the same user input produces different perceived results 

compared to other modes.  

 How it Works: 

Different sets of commands or interactions are available depending on the current mode the 

user is in.  

 Example: 

Caps Lock and Insert keys on a keyboard are mode indicators; typing produces uppercase 

letters or inserts text differently when these modes are active. A microwave oven with a 
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separate "grill mode" and "microwave mode" is another example, where the same action 

yields different cooking outcomes.  

 Pros:  

Users don't need to remember complex command names because the context dictates the 

command's function.  

Can provide focused interactions for specific tasks.  

 Cons: 

Mode errors: Users can perform an action expecting one outcome but get another due to 

being in the wrong mode.  

Can be confusing if the current mode isn't clearly communicated to the user.  

Modeless Interface 

 Definition: 

An interface that uses no modes, providing a single, consistent set of commands and 

behaviors at all times.  

 How it Works: 

All available commands can be invoked at any point without changing the system's 

fundamental operating state.  

 Example: 

A modeless dialog box stays on the screen and allows other user activities without locking 

the application into a specific mode.  

 Pros: 

Reduces user confusion by avoiding mode errors.  

Offers flexibility, allowing users to switch between tasks and windows without interruption.  

 Cons: 

May require users to remember more commands and their specific functions.  

Might not be as efficient for complex, multi-step tasks that could benefit from dedicated 

modes.  

Key Differences 

 Command Availability: 

Mode-based interfaces offer context-dependent commands, while modeless interfaces offer 

constant command availability.  
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 User Effort: 

Modeless interfaces require users to learn and remember commands, while mode-based 

interfaces require understanding the current system state.  

 Error Potential: 

Modeless interfaces are designed to prevent mode errors, which are common in mode-based 

interfaces.  

Types of User Interfaces 

In software engineering, user interfaces (UIs) are the means by which users interact with a 

software system. They can be broadly categorized based on the interaction method: 

 Graphical User Interface (GUI): 

This is the most common type, utilizing visual elements such as windows, icons, menus, 

buttons, and pointers to facilitate interaction. Users interact by clicking, dragging, or typing 

within these visual components. Examples include desktop operating systems and most 

modern web applications. 

 Command Line Interface (CLI): 

This interface relies on text-based commands that users type into a console or terminal. It 

requires users to remember specific syntax and commands but can offer powerful control and 

automation for experienced users. Examples include command prompts in Windows or 

terminals in Linux. 

 Menu-Driven Interface: 

Users interact by selecting options from a series of menus. This simplifies navigation by 

presenting clear choices and reducing the need for memorization. Examples include ATMs, 

older mobile phones, or some embedded systems. 

 Voice User Interface (VUI): 

Interaction occurs through spoken commands and voice recognition technology. This allows 

for hands-free operation and can be particularly useful in situations where visual interaction 

is impractical. Examples include virtual assistants like Siri or Alexa. 

 Touch User Interface: 

Designed for touch-enabled devices, this interface utilizes gestures like tapping, swiping, 

pinching, and zooming for interaction. Smartphones and tablets are prime examples. 

 

 



 Natural Language User Interface (NLUI): 

This aims to allow users to interact with the system using everyday language, similar to how 

they would communicate with another human. While still evolving, this type seeks to make 

interactions more intuitive and less reliant on specific commands or menus. 

 Form-Based Interface: 

This interface presents users with forms containing fields for data entry, often used for 

collecting information or configuring settings. Examples include online registration forms or 

software configuration panels. 

 Gesture-Based Interface: 

Interaction relies on physical gestures or movements detected by sensors, often used in 

augmented reality or virtual reality environments, or for specialized control systems. 

Component-based GUI development 

Component-based GUI development in software engineering is an approach to building 

graphical user interfaces by assembling pre-existing, self-contained, and reusable software 

components. This paradigm shifts the focus from developing entire applications from scratch 

to composing them using modular "building blocks." 

Key Aspects: 

 Components: 

These are encapsulated units of functionality, often exposing a well-defined interface for 

interaction. In GUI development, components can be visual elements like buttons, text fields, 

sliders, or more complex widgets like date pickers or navigation menus. They can also be 

non-visual components that provide backend logic or data handling for the UI. 

 Reusability: 

A core principle is the ability to reuse components across different parts of the same 

application or even in entirely different projects, reducing development time and promoting 

consistency. 

 Modularity and Encapsulation: 

Components are designed to be independent and self-contained, meaning their internal 

implementation details are hidden, and they interact with other parts of the system only 

through their defined interfaces. This promotes cleaner code and easier maintenance. 

 Composition: 

Applications are constructed by assembling and integrating these individual components, 

often in a "plug-and-play" manner, similar to building with LEGO blocks. 

 

 



 Frameworks and Libraries: 

Many modern GUI frameworks and libraries, such as Angular, React, Vue.js, or various 

desktop application frameworks, are built around a component-based architecture, providing 

tools and patterns for creating, managing, and composing components. 

Advantages: 

 Faster Development: 

Reusing pre-built components significantly accelerates the development process. 

 Improved Maintainability: 

Modular components are easier to understand, debug, and modify in isolation. 

 Enhanced Reliability: 

Using well-tested and proven components can reduce the likelihood of bugs in the overall 

system. 

 Scalability: 

Applications built with components can be more easily scaled and extended by adding or 

replacing individual components without affecting the entire system. 

 Consistency: 

Reusing components helps maintain a consistent look and feel across the user interface. 

Challenges: 

 Component Design: 

Designing truly reusable and flexible components requires careful planning and adherence to 

design principles. 

 Compatibility: 

Ensuring compatibility and seamless integration between different components can be a 

challenge, especially when using components from various sources. 

 Testing: 

While individual components are easier to test, integration testing to ensure correct 

interactions between multiple components is crucial. 

User interface design methodology: GUI design methodology 

User Interface (UI) design methodology, particularly for Graphical User Interfaces (GUIs) in 

software engineering, involves a structured approach to create interfaces that are intuitive, 

efficient, and user-friendly. This methodology emphasizes understanding user needs and 

iteratively refining the design. 

 



Key Phases of GUI Design Methodology: 

User Research and Analysis: 

 Understanding Users: Identify target users, their goals, tasks, and pain points through 

techniques like user interviews, surveys, and persona creation. 

 Contextual Analysis: Analyze the environment in which the software will be used, including 

hardware, software, and social factors. 

 Task Analysis: Break down user tasks into smaller, manageable steps to understand the flow 

of interaction. 

Information Architecture and Content Organization: 

 Structure and Navigation: Define the organization of information and content within the 

interface, creating clear navigation paths and logical groupings. 

 Content Prioritization: Determine the most important information and features to highlight 

for users. 

Design and Prototyping: 

 Wireframing: Create low-fidelity representations of the interface layout, focusing on 

structure and basic element placement. 

 Mockups: Develop higher-fidelity visual designs, incorporating colors, typography, and 

imagery to visualize the final look. 

 Prototyping: Build interactive prototypes that simulate the user experience, allowing for 

early testing and feedback. 

Usability Testing and Evaluation: 

 Testing with Users: Conduct usability tests with representative users to identify design 

flaws, areas of confusion, and opportunities for improvement. 

 Iterative Refinement: Based on testing results, refine the design and repeat the testing 

process until usability goals are met. 

Implementation and Maintenance: 

 Development: Translate the finalized design into functional code, ensuring adherence to 

design specifications. 

 Ongoing Maintenance: Monitor user feedback, address issues, and implement updates and 

enhancements as needed. 

Principles Guiding GUI Design: 

 Usability: Ease of learning and use, efficiency, error prevention, and satisfaction. 

 Consistency: Maintaining uniform design elements and interaction patterns across the 

interface. 



 Feedback: Providing clear and timely feedback to users about their actions and system 

status. 

 Accessibility: Designing for users with diverse abilities and needs. 

 Aesthetics: Creating visually appealing and engaging interfaces. 

 


