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4.1 VHDL PROGRAMS for LOGIC GATES
4.1.1 AND Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end and2;

architecture and2_dat of and2_dat is

begin 


c<= a and b;

end and2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end and2_beh;

architecture and2_beh of and2_beh is

begin 

process(a,b)


begin



if(a='1' and b='1') then c<='1';




else c<='0';



end if;


end process;

end and2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end and2_str;

architecture and2_str of and2_str is

component and2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

begin

a1: and2_dat port map(a,b,c);

end and2_str;

expected Waveforms:
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4.1.2 OR Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity or2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end or2;

architecture or2_dat of or2_dat is

begin 


c<= a or b;

end or2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity or2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end or2_beh;

architecture or2_beh of or2_beh is

begin 

process(a,b)


begin



if(a='0' and b='0') then c<='0';




else c<='1';



end if;


end process;

end or2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity or2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end or2_str;

architecture or2_str of or2_str is

component or2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

begin

a1: or2_dat port map(a,b,c);

end or2_str;

expected Waveforms:
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4.1.3 NOT Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity not2_dat is


port (
a: in STD_LOGIC;



c: out STD_LOGIC);

end not2;

architecture not2_dat of not2_dat is

begin 


c<= not a ;

end not2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity not2_beh is


port (
a: in STD_LOGIC;



c: out STD_LOGIC);

end not2_beh;

architecture not2_beh of not2_beh is

begin 

process(a)


begin



if(a='0' ) then c<='1';




else c<='0';



end if;


end process;

end not2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nor2_str  is

port (
a: in STD_LOGIC;



c: out STD_LOGIC);

end not2_str;

architecture not2_str of not2_str is

component not2_dat is


port(a:in STD_LOGIC;


         c: out STD_LOGIC);

end component;

begin

a1: not2_dat port map(a,c);

end or2_str;

expected Waveforms:
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4.1.4. NAND Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nand2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end nand2;

architecture nand2_dat of nand2_dat is

begin 


c<= a nand b;

end nand2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nand2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end nand2_beh;

architecture nand2_beh of nand2_beh is

begin 

process(a,b)


begin



if(a='1' and b='1') then c<='0';




else c<='1';



end if;
end process;end nand2_beh;
Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nand2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end nand2_str;

architecture nand2_str of nand2_str is

component and2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component not2_dat is 


port( a: in STD_LOGIC;



c: out STD_LOGIC);

end component; 

signal temp:std_logic;

begin 


a1:and2_dat port map(a,b,temp);


n1:not2_dat port map(temp,c);

end nand2_str;

expected Waveforms:
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4.1.5. NOR Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nor2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end nor2;

architecture nor2_dat of nor2_dat is

begin 


c<= a nor b;

end nor2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nor2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end nor2_beh;

architecture nor2_beh of nor2_beh is

begin 

process(a,b)


begin



if(a='0' and b='0') then c<='1';




else c<='0';



end if;


end process;

end nor2_beh;
Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity nor2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end nor2_str;

architecture nor2_str of nor2_str is

component or2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component not2_dat is 


port( a: in STD_LOGIC;



c: out STD_LOGIC);

end component; 

signal temp: std_logic;

begin 


a1:or2_dat port map(a,b,temp);


n1:not2_dat port map(temp,c);

end nor2_str;

expected Waveforms:
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4.1.6. XOR Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xor2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xor2;

architecture xor2_dat of xor2_dat is

begin 


c<= a xor b;

end xor2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xor2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xor2_beh;

architecture xor2_beh of xor2_beh is

begin 

process(a,b)


begin



if(a= b) then c<='0';




else c<='1';



end if;
end process;end xor2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xor2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xor2_str;

architecture xor2_str of xor2_str is

component or2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component not2_dat is 


port( a: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component and2_dat is



port (
a: in STD_LOGIC;



           b: in STD_LOGIC;



          c: out STD_LOGIC);

end component; 

signal t1,t2,t3,t4:std_logic;

begin


n1:not2_dat port map(a,t1);


a1:and2_dat port map(t1,b,t2);


n2:not2_dat port map(b,t3);


a2:and2_dat port map(t3,a,t4);


r1:or2_dat port map(t2,t4,c);


end xor2_str;

expected Waveforms:
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4.1.7. XNOR Gate

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xnor2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xnor2;

architecture xnor2_dat of xnor2_dat is

begin 


c<= a xnor b;

end xnor2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xnor2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xnor2_beh;

architecture xnor2_beh of xnor2_beh is

begin 

process(a,b)


begin



if(a= b) then c<='1';else c<='0';



end if;
end process; end xnor2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xnor2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xnor2_str;

architecture xnor2_str of xnor2_str is

component or2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component not2_dat is 


port( a: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component and2_dat is



port (
a: in STD_LOGIC;



           b: in STD_LOGIC;



          c: out STD_LOGIC);

end component; 

signal t1,t2,t3,t4:std_logic;

begin


n1:not2_dat port map(a,t1);


a1:and2_dat port map(a,b,t3);


n2:not2_dat port map(b,t2);


a2:and2_dat port map(t1,t2,t4);


r1:or2_dat port map(t3,t4,c);


end xnor2_str;

expected Waveforms:
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4.2.1 half adder

Circuit diagram:
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Truth table:
	     Inputs

 a              b
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Sum         carry
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0              1


Program:

Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity ha2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



sum, carry: out STD_LOGIC);

end ha2_dat;

architecture ha2_dat of ha2_dat is

begin 


sum<= a xor b;

  
carry<= a and b;

      end ha2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity ha2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



sum, carry: out STD_LOGIC);

end ha2_beh;

architecture ha2_beh of ha2_beh is

begin 

process(a,b)


begin



if(a=’0’ and b=’0’) then sum<=’0’; carry<=’0’;



elsif (a=’1’ and b=’1’) then sum<=’0’; carry<=’1’;

else 

sum<=’1’; carry<=’0’;

end if;

end process;

end ha2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity ha2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



sum, carry: out STD_LOGIC);

end ha2_str;

architecture ha2_str of ha2_str is

component xor2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component and2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

begin

a1: xor2_dat port map(a,b,sum);

a2: and2_dat port map(a,b,carry);

end ha2_str;

4.2.2 full adder
Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity fa2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;

c: in STD_LOGIC;



sum, carry: out STD_LOGIC);

end fa2_dat;

architecture fa2_dat of fa2_dat is

begin 


sum<= (a xor (b xor c));

  
carry<= ((a and b) or (b and c) or (c and a));

      end fa2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity fa2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;

c: in STD_LOGIC;



sum, carry: out STD_LOGIC);

end fa2_beh;

architecture fa2_beh of fa2_beh is

begin 

process(abc)


begin



if(abc=”000” ) then sum<='0'; carry<=’0’;

elsif(abc=”111” ) then sum<='1'; carry<=’1’;

elsif(abc=”001” or “010”or “100” ) then sum<='1'; carry<=’0’;

else 

sum<='0'; carry<=’1’;

end if;

end process;

end fa2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity fa2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;

c: in STD_LOGIC;



sum, carry: out STD_LOGIC);

end fa2_str;

architecture fa2_str of fa2_str is

component xor3_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC

                         d: out STD_LOGIC);

end component;

component and2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component or3_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;

d: out STD_LOGIC);

end component;

signal t1,t2,t3:STD_LOGIC;

begin

a1: xor3_dat port map(a,b,c,sum);

a2: and2_dat port map(a,b,t1);

a3: and2_dat port map(b,c,t2);

a4: and2_dat port map(c,a,t3);

a5: or3_dat port map(t1,t2,t3,carry);

end fa2_str;

4.2.3. half subtractor

Circuit diagram:
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity hs2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



Diff, Barrow: out STD_LOGIC);

end hs2_dat;

Architecture hs2_dat of hs2_dat is

begin 


Diff<= a xor b;

  
Barrow<= ((not a) and b);

      end hs2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity hs2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



Diff, Barrow: out STD_LOGIC);

end hs2_beh;

architecture hs2_beh of hs2_beh is

begin 

process(a,b)


begin



if(a='0' and b='1') then Diff<='1'; Barrow<=’1’;



elsif (a='1' and b='0') then Diff<='1'; Barrow<=’0’;

else 

Diff<='0'; Barrow<=’0’;

end if; end process; end ha2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity hs2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



Diff, Barrow: out STD_LOGIC);

end hs2_str;

architecture hs2_str of hs2_str is

component xor2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

component and2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component not2_dat is


port (a:in STD_LOGIC;


        c:out in STD_LOGIC);

end component;

signal t:STD_LOGIC;

begin

a1: xor2_dat port map(a,b,Diff);

a2: not2_dat port map(a,t);

a3: and2_dat port map(t,b,Barrow);

end hs2_str;

4.2.4 full subtractor
Circuit diagram:

[image: image18.png]Diff
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Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity fs2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;

c: in STD_LOGIC;



Diff, Barrow: out STD_LOGIC);

end fs2_dat;

architecture fs2_dat of fs2_dat is

begin 


Diff<= (a xor (b xor c));

  
Barrow<= (((not a) and b) or (b and c) or (c and (not a)));

      end fs2_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity fs2_beh is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;

c: in STD_LOGIC;



Diff, Barrow: out STD_LOGIC);

end fs2_beh;

architecture fs2_beh of fs2_beh is

begin 

process(abc)


begin



if(abc=”011” ) then Diff<='0'; <=’1’;

elsif(abc=”100” ) then Diff<='1';Barrow<=’0’;

elsif(abc=”000” or “101”or “110” ) then Diff<='0';Barrow<=’0’;

else 

Diff<='1'; Barrow<=’1’;

end if;

end process;

end fs2_beh;

Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity fs2_str  is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;

c: in STD_LOGIC;



Diff, Barrow: out STD_LOGIC);

end fs2_str;

architecture fs2_str of fs2_str is

component xor3_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC

                         d: out STD_LOGIC);

end component;

component not2_dat is


port(a:in STD_LOGIC;


        c: out STD_LOGIC);

end component;

component and2_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end component;

component or3_dat is


port(a:in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;

d: out STD_LOGIC);

end component;

signal t1,t2,t3,t4:STD_LOGIC;

begin

a1: xor3_dat port map(a,b,c,Diff);

a2: not2_dat port map(a,,t1);

a3: and2_dat port map(t1,b,t2);

a4: and2_dat port map(b,c,t3);

a5: and2_dat port map(c,t1,t4);

a6: or3_dat port map(t2,t3,t4,Barrow); end fs2_str;
4.3 DECODER
A digital circuit that converts an input binary code into a single numeric output.
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3-to-8 DECODER

Circuit diagram:
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Truth table:
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	 a  b  c
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1
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1
	x   x  x

0   0  0      0   0  1

0   1  0

0   1  1
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1   0  1

1   1  0 

1   1  1
	0    0    0     0    0    0     0    0   

1    0    0     0    0    0     0    0
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Program:





Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity decdr3x8_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



y0: out STD_LOGIC;



y1: out STD_LOGIC;



y2: out STD_LOGIC;



y3: out STD_LOGIC;



y4: out STD_LOGIC;



y5: out STD_LOGIC;



y6: out STD_LOGIC;



y7: out STD_LOGIC);

end decdr3x8_dat;

architecture decdr3x8_dat of decdr3x8_dat is

begin


y0<=(not a) and (not b) and (not c);


y1<=(not a) and (not b) and c;


y2<=(not a) and b and (not c);


y3<=(not a) and (b and c);


y4<= a and (not b) and (not c);


y5<= (a and c) and (not b);


y6<= (a and b) and (not c);


y0<= (a and b) and c;

end decdr3x8_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity decdr3x8_beh is


port (a: in STD_LOGIC_VECTOR (2 downto 0);


         en: in STD_LOGIC; 


          y: out STD_LOGIC_VECTOR (7 downto 0));

end decdr3x8_beh;

architecture decdr3x8_beh of decdr3x8_beh is

begin 


process(en,a)


begin



if(en='1')then




case a is





when "000"=>y<="00000001";





when "001"=>y<="00000010";





when "010"=>y<="00000100";





when "011"=>y<="00001000";





when "100"=>y<="00010000";





when "101"=>y<="00100000";





when "110"=>y<="01000000";





when "111"=>y<="10000000";






when others=>y<="00000000";




end case;



else y<="00000000";



end if;


end process;

end decdr3x8_beh;

Structural Model

--Program for 3 input AND Gate in data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and3_dat is


port (a: in STD_LOGIC;


          b: in STD_LOGIC;


          c: in STD_LOGIC;


          p: out STD_LOGIC);

end and3_dat;

architecture and3_dat of and3_dat is

begin

p<=a and b and c;

end and3_dat;

--Program for NOT Gate in Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity not2_beh is


port (a: in STD_LOGIC;


         c: out STD_LOGIC);

end not2_beh;

architecture not2_beh of not2_beh is

begin
  

process(a)

begin


if(a='0') then c<='1';



else c<='0';


end if;

end process;

end not2_beh;

--Program for 3-t0-8 Decoder in Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity decdr3x8_str is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



y0: out STD_LOGIC;



y1: out STD_LOGIC;



y2: out STD_LOGIC;



y3: out STD_LOGIC;



y4: out STD_LOGIC;



y5: out STD_LOGIC;



y6: out STD_LOGIC;



y7: out STD_LOGIC);

end decdr3x8_str;

architecture decdr3x8_str of decdr3x8_str is

component not2 is


port( a:in STD_LOGIC;


          c:out STD_LOGIC);

end component;

component and3_dat is


port( a,b,c: in STD_LOGIC;


                 p: out STD_LOGIC);

end component;

signal t1,t2,t3: STD_LOGIC;

 begin




  


n1:not2 port map(a,t1);


n2:not2 port map(b,t2);


n3:not2 port map(c,t3);


d1:and3_dat port map(t1,t2,t3,y0);


d2:and3_dat port map(t1,t2,c,y1);


d3:and3_dat port map(t1,b,t3,y2);


d4:and3_dat port map(t1,b,c,y3);


d5:and3_dat port map(a,t2,t3,y4);


d6:and3_dat port map(a,t2,c,y5);


d7:and3_dat port map(a,b,t3,y6);


d8:and3_dat port map(a,b,c,y7);

end decdr3x8_str;

expected Waveforms:

[image: image21.emf]a

a(2)

a(1)

a(0)

en

y

y(7)

y(6)

y(5)

y(4)

y(3)

y(2)

y(1)

y(0)

       ns   5   10 15   20  25  30  35  40  45  50  55  60  65  70  75  

0 2 4 6 1 3 5 7 0 2 4 6 1 3 5 7 0

00 01 04 10 40 02 08 20 80 00


4.4 BIT COMPARATOR
Circuit diagram:
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Truth table:
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Program:





Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity comp4_dat is


port (
a: in STD_LOGIC_VECTOR (3 downto 0);



b: in STD_LOGIC_VECTOR (3 downto 0);



agtb: out STD_LOGIC;



aeqb: out STD_LOGIC;



altb: out STD_LOGIC);

end comp4_dat;

architecture comp4_dat of comp4_dat is

begin  

altb<='1' when a<b else '0';

aeqb<='1' when a=b else '0';

agtb<='1' when a>b else '0';

end comp4_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity comp4_beh is


port (
a: in STD_LOGIC_VECTOR (3 downto 0);


b: in STD_LOGIC_VECTOR (3 downto 0);


aeqb: out STD_LOGIC;



agtb: out STD_LOGIC;

                           altb: out STD_LOGIC);

end comp4_beh;

architecture comp4_beh of comp4_beh is

begin

process(a,b)

begin


if(a=b) then aeqb<='1';


else aeqb<='0';



if(a>b) then agtb<='1';



else agtb<='0';




if(a<b) then altb<='1';




else altb<='0';




end if;
end if;
end if; end process; end comp4_beh;

Structural Model

--Program for 2 input XNOR Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity xnor2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end xnor2_dat;

architecture xnor2_dat of xnor2_dat is

begin

c<=a xnor b;

end xnor2_dat;

--Program for NOT Gate in Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity not2_beh is


port (
a: in STD_LOGIC;



c: out STD_LOGIC);

end not2_beh;

architecture not2_beh of not2_beh is

begin
  

process(a)

begin


if(a='0') then c<='1';


else c<='0';


end if;


end process;

end not2_beh;

--Program for 2 input AND Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and2_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: out STD_LOGIC);

end and2_dat;

architecture and2_dat of and2_dat is

begin 


c<= a and b;

end and2_dat;

--Program for 3 input AND Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and3_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



p: out STD_LOGIC);

end and3_dat;

architecture and3_dat of and3_dat is

begin


p<=a and b and c;

end and3_dat;

--Program for 4 input AND Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and4_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



d: in STD_LOGIC;



p: out STD_LOGIC);

end and4_dat;

architecture and4_dat of and4_dat is

begin  


p<=a and b and c and d;

end and4_dat;

--Program for 5 input AND Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and5_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



d: in STD_LOGIC;



e: in STD_LOGIC;



p: out STD_LOGIC);

end and5_dat;

architecture and5_dat of and5_dat is

begin 


p<=a and b and c and d and e;

end and5_dat;

--Program for 4 input OR Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity or4_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



d: in STD_LOGIC;



p: out STD_LOGIC);

end or4_dat;

architecture or4_dat of or4_dat is

begin 


p<=a or b or c or d;

end or4_dat;

--Program for 4 Bit Comparator in Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity comp4_str is


port (
a: in STD_LOGIC_VECTOR (3 downto 0);



b: in STD_LOGIC_VECTOR (3 downto 0);



aeqb: out STD_LOGIC;



agtb: out STD_LOGIC;



altb: out STD_LOGIC);

end comp4_str;

architecture comp4_str of comp4_str is

component xnor2_dat is


port(a: in STD_LOGIC;


         b: in STD_LOGIC;


         c: out STD_LOGIC);

end component;

component not2_beh is


port(a: in STD_LOGIC;


         c: out STD_LOGIC);

end component;

component and2_dat is


port(a: in STD_LOGIC;


         b: in STD_LOGIC;


         c: out STD_LOGIC);

end component;

component and3_dat is


port(a: in STD_LOGIC;

                      b: in STD_LOGIC;


     c: in STD_LOGIC;


     p: out STD_LOGIC);

end component;

component and4_dat is


port(a: in STD_LOGIC;


         b: in STD_LOGIC;


         c: in STD_LOGIC;


        d: in STD_LOGIC;


        p: out STD_LOGIC);

end component;

component and5_dat is


port(a: in STD_LOGIC;


         b: in STD_LOGIC;


         c: in STD_LOGIC;


         d: in STD_LOGIC;


         e: in STD_LOGIC;


         p: out STD_LOGIC);

end component;

component or4_dat is


port(a: in STD_LOGIC;


         b: in STD_LOGIC;


         c: in STD_LOGIC;


         d: in STD_LOGIC;


         p: out STD_LOGIC);

end component;

signal t1,t2,t3,t4,s1,s2,s3,s4,s5,s6,s7,s8,s9,s10: STD_LOGIC;

begin










   

n1:not2_beh port map(b(0),t1);

n2:not2_beh port map(b(1),t2);

n3:not2_beh port map(b(2),t3);

n4:not2_beh port map(b(3),t4);

x1:xnor2_dat port map(a(0),b(0),s1);

x2:xnor2_dat port map(a(1),b(1),s2);

x3:xnor2_dat port map(a(2),b(2),s3);

x4:xnor2_dat port map(a(3),b(3),s4);

d1:and5_dat port map(a(0),t1,s2,s3,s4,s5);

d2:and4_dat port map(a(1),t2,s3,s4,s6);

d3:and3_dat port map(a(2),t3,s4,s7);

d4:and2_dat port map(a(3),t4,s8);

d5:and4_dat port map(s1,s2,s3,s4,s9);

d6:and4_dat port map(s1,s2,s3,s4,aeqb);

r1:or4_dat port map(s5,s6,s7,s8,s10);

r2:or4_dat port map(s5,s6,s7,s8,agtb);

x5:xnor2_dat port map(s9,s10,altb);

end comp4_str;

Waveforms:
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4.5 MULTIPLEXER

· Definition: A multiplexers (MUX) is a device that allows digital information from several sources to be routed onto a single line for transmission over that line to a common destination. 

· Several data input lines 

· Some select line (less than the no. of input lines) 

· Single output line

· If there are n data input lines  and m select lines, then 





  2m = n 

Functional Diagram of a Multiplexer:
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2 : 1 MULTIPLEXER:

Circuit diagram
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4 : 1 MULTIPLEXER:

Circuit diagram
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8:1 MULTIPLEXER

Circuit diagram:
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Program:





Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

 entity mux8x1_dat is


port (
a0: in STD_LOGIC;



a1: in STD_LOGIC;



a2: in STD_LOGIC;



a3: in STD_LOGIC;



a4: in STD_LOGIC;



a5: in STD_LOGIC;



a6: in STD_LOGIC;



a7: in STD_LOGIC;



s: in STD_LOGIC_VECTOR (2 downto 0);



f: out STD_LOGIC);

end mux8x1_dat;

architecture mux8x1_dat of mux8x1_dat is

begin 


with s select


f<=a0 when "000", 


a1 when "001",


a2 when "010",


a3 when "011",


a4 when "100",


a5 when "101",


a6 when "110",


a7 when "111",


'U' when others;


end mux8x1_dat;

Behavioral Model
library IEEE;

use IEEE.std_logic_1164.all;

entity mux8x1_beh is


port (
a0: in STD_LOGIC;


a1: in STD_LOGIC;


a2: in STD_LOGIC;


a3: in STD_LOGIC;


a4: in STD_LOGIC;


a5: in STD_LOGIC;


a6: in STD_LOGIC;


a7: in STD_LOGIC;


en: in STD_LOGIC;


s: in STD_LOGIC_VECTOR (2 downto 0);


f: out STD_LOGIC);

end mux8x1_beh;

 architecture mux8x1_beh of mux8x1_beh is

begin

process(s)


begin



if(en='0') then



case s is




when "000"=>f<=a0;




when "001"=>f<=a1;




when "010"=>f<=a2;




when "011"=>f<=a3;




when "100"=>f<=a4;




when "101"=>f<=a5;




when "110"=>f<=a6;




when "111"=>f<=a7;




when others=>f<='U';



end case;
   



else f<='U';


end if;
end process; end mux8x1_beh;

Structural Model

--Program for 4 input AND Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and4_dat is


port (a: in STD_LOGIC;


b: in STD_LOGIC;


  c: in STD_LOGIC;


  d: in STD_LOGIC;


  p: out STD_LOGIC);

end and4_dat;

architecture and4_dat of and4_dat is

begin  


p<=a and b and c and d;

end and4_dat;

--Program for 8 input OR Gate in Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity or8_dat is


port (
a: in STD_LOGIC;



b: in STD_LOGIC;



c: in STD_LOGIC;



d: in STD_LOGIC;



e: in STD_LOGIC;



f: in STD_LOGIC;



g: in STD_LOGIC;



h: in STD_LOGIC;
p: out STD_LOGIC);

end or8_dat;

architecture or8_dat of or8_dat is

begin  


p<=a or b or c or d or e or f or g or h;

end or8_dat;

--Program for NOT Gate in Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity not2_beh is


port (
a: in STD_LOGIC;



c: out STD_LOGIC);

end not2_beh;

architecture not2_beh of not2_beh is

begin
  

process(a)

begin


If(a='0') then c<='1';


else c<='0';


end if; end process; end not2_beh;

--Program for 8x1Multiplexer in Structural Model 

library IEEE;

use IEEE.std_logic_1164.all;

entity mux8x1_str is


port (
a0: in STD_LOGIC;



a1: in STD_LOGIC;



a2: in STD_LOGIC;



a3: in STD_LOGIC;



a4: in STD_LOGIC;



a5: in STD_LOGIC;



a6: in STD_LOGIC;



a7: in STD_LOGIC; 



s : in STD_LOGIC_VECTOR(2 downto 0);



f: out STD_LOGIC);

end mux8x1_str;

architecture mux8x1_str of mux8x1_str is

 component and4_dat is


port(a,b,c,d: in STD_LOGIC;



 p: out STD_LOGIC);

end component;

component or8_dat is


port(a,b,c,d,e,f,g,h: in STD_LOGIC;




          p: out STD_LOGIC);

end component; 

component not2_beh is


port(a: in STD_LOGIC;


         c: out STD_LOGIC);

end component;

signal t0,t1,t2,t3,t4,t5,t6,t7,t8,t9,t10: STD_LOGIC;

begin







   

n1:not2 port map(s(0),t0);

n2:not2 port map(s(1),t1);

n3:not2 port map(s(2),t2);

d1:and4_dat port map(a0,t0,t1,t2,t3);

d2:and4_dat port map(a1,s(0),t1,t2,t4);

d3:and4_dat port map(a2,t0,s(1),t2,t5);

d4:and4_dat port map(a3,s(0),s(1),t2,t6);

d5:and4_dat port map(a4,t0,t1,s(2),t7);

d6:and4_dat port map(a5,s(0),t1,s(2),t8);

d7:and4_dat port map(a6,t0,s(1),s(2),t9);

d8:and4_dat port map(a7,s(0),s(1),s(2),t10);

r1:or8_dat  port map(t3,t4,t5,t6,t7,t8,t9,t10,f);


end mux8x1_str;

expected Waveforms:
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4.6. 1x4 DEMULTIPLEXER
Circuit diagram:
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Program:





Data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity demux2x4_dat is


port (
a: in STD_LOGIC;



s0: in STD_LOGIC;



s1: in STD_LOGIC;



y0: out STD_LOGIC;



y1: out STD_LOGIC;



y2: out STD_LOGIC;



y3: out STD_LOGIC);

end demux2x4_dat;

architecture demux2x4_dat of demux2x4_dat is

begin 


y0<=(not s0) and (not s1) and a;


y1<= s0 and (not s1) and a;


y2<=(not s0) and s1 and a;


y3<= s0 and s1 and a;

end demux2x4_dat;

Behavioral Model

library IEEE;

use IEEE.std_logic_1164.all;

entity demux2x4_beh is


port (
a:  in STD_LOGIC; 



en: in STD_LOGIC;



s: in STD_LOGIC_VECTOR (1 downto 0);



y: out STD_LOGIC_VECTOR (3 downto 0) );

end demux2x4_beh;

architecture demux2x4_beh of demux2x4_beh is

begin 

process(en,a,s)

begin


if(en='1'and a='1') then



case s is




when "00" =>y<="0001";




when "01" =>y<="0010";




when "10" =>y<="0100";




when "11" =>y<="1000";




when others =>y<="0000";



end case;


else y<="0000";


end if;

end process;

end demux2x4_beh;

Structural Model

--Program for 3 input AND Gate in data flow Model

library IEEE;

use IEEE.std_logic_1164.all;

entity and3_dat is


port (a: in STD_LOGIC;


          b: in STD_LOGIC;


          c: in STD_LOGIC;


          p: out STD_LOGIC);

end and3_dat;

architecture and3_dat of and3_dat is

begin

p<=a and b and c;

end and3_dat;

--Program for NOT Gate in Behavioral Model

ibrary IEEE;

use IEEE.std_logic_1164.all;

entity not2_beh is


port (a: in STD_LOGIC;


         c: out STD_LOGIC);

end not2_beh;

architecture not2_beh of not2_beh is

begin
  

process(a)

begin


if(a='0') then c<='1';



else c<='0';


end if;

end process;

end not2_beh;

--Program for 1x4 Demultiplexer in Structural Model

library IEEE;

use IEEE.std_logic_1164.all;

entity demux2x4_str is


port (
a: in STD_LOGIC;



s: in STD_LOGIC_VECTOR (1 downto 0);



y0: out STD_LOGIC;



y1: out STD_LOGIC;



y2: out STD_LOGIC;



y3: out STD_LOGIC);

end demux2x4_str;

architecture demux2x4_str of demux2x4_str is

component and3_dat is


port(a,b,c: in STD_LOGIC;


               p: out STD_LOGIC);

end component;

component not2 is


port(a: in STD_LOGIC;


         c: out STD_LOGIC);

end component;

signal t1,t2: STD_LOGIC;

begin

n1: not2 port map(s(0),t1);

n2: not2 port map(s(1),t2);

d1: and3_dat port map(a,t1,t2,y0);

d2: and3_dat port map(a,s(0),t2,y1);

d3: and3_dat port map(a,t1,s(1),y2);

d4: and3_dat port map(a,s(0),s(1),y3);

end demux2x4_str;

expected Waveforms:
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4.7 ENCODER 
A digital circuit that produces a binary output code depending on which of its inputs are activated.
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BEHAVIORAL MODEL PROGRAM FOR ENCODER(8 to 3)
library IEEE;

use IEEE.std_logic_1164.all;

entity enc_beh is


port (a: out STD_LOGIC_VECTOR (2 downto 0);


         en: in STD_LOGIC; 


          y: in STD_LOGIC_VECTOR (7 downto 0));

end enc_beh;

architecture enc_beh of enc_beh is

begin 


process(en,a)


begin



if(en='1')then




case a is





when "00000001"=>y<="000";





when "00000010"=>y<="001";





when "00000100"=>y<="010";





when "00001000"=>y<="011";





when "00010000"=>y<="100";





when "00100000"=>y<="101";





when "01000000"=>y<="110";





when "10000000"=>y<="111";






when others=>y<="000";




end case;



else y<="000";



end if;


end process;

end enc_beh;

5.1 GATES AND FLIP-FLOPS
· Gates are the building block of the logic circuits. Their primary function is to perform decision making operations.

· Flip-flops are the building blocks of the digital circuits. Their primary function is to store the binary bits. 
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Synchronous and Asynchronous Sequential Logic:-
· Synchronous
       – The timing of all state transitions is controlled by a common clock       
       – Changes in all variables occur simultaneously

· Asynchronous
      – State transitions occur independently of any clock and normally 
           dependent on the timing of transitions in the input variables

       – Changes in more than one output do not necessarily occur               

          simultaneously

Clock:- 
· A clock is a special device that whose output continuously alternates between  0 and 1.

· The time it takes the clock to change from 1 to 0 and back to 1 is called the clock period, or clock cycle time.

· The clock frequency is the inverse of the clock period. The unit of measurement for frequency is the hertz.

· Clocks are often used to synchronize circuits.
TRIGGERING
· Sequential circuits are dependent on clock pulses apply to their inputs.

· The result of flip-flop responding to a clock input is called clock pulse triggering, of which there are four types. Each type responds to a clock pulse in one of four ways :-

1. High level triggering

2. Low level triggering

3. Positive edge triggering

4. Negative edge triggering
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FLIP-FLOPS
· A flip-flop is a bi-stable device, with inputs, that remains in a given state as long as power is applied and until input signals are applied to cause its output to change.

·  There are four basic different types of flip-flops:

·    SR
·    D
·    JK
·    T 
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Circuit diagram:
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Program:

library ieee;

use ieee.std_logic_1164.all;

entity dff is


port(pr,cr,clk,d:in std_logic;


                  q,qn:inout std_logic);

end dff;

architecture dff1 of dff is

begin

process (Clk)


begin



if(clr=’0’ and pr=’0’) then
                 Q<=’1’; Qn<=’1’;

           elsif(clr=’0’) then 
                   Q<=’0’; Qn<=’1’;

           elsif(pr=’0’) then
                   Q<=’1’; Qn<=’0’;

          elsif (clk’event and clk=’1’) then 
                  Q<=D; Qn<=(Not D);

           else
                  Q<=’0’; Qn<=’0’;


end dff1;
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RACE AROUND CONDITION
This condition occur when j=k=1 i.e when the latch is in toggle mode.

This can be avoided by 

· Using edge triggering J-k flip-flop

· Using master slave flip-flop 
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COUNTERS
· Counters are a specific type of sequential circuit.

· Like registers, the state, or the flip-flop values themselves, serves as the “output.”

· The output value increases by one on each clock cycle.

· After the largest value, the output “wraps around” back to 0.
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Counters are classified as two types

1. Asynchronous (or) Ripple counter

                                  2. Synchronous counter

· A binary counter uses 2 or more single clocked flip-flops depending on the number of bits required
· There are 2 types of counters Synchronous and Asynchronous
· A asynchronous counter uses a single clock at the first stage
· But in a synchronous counter all flip-flops are clocked together with a common clock pulse
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· This is called as a ripple counter due to the way the FFs respond one after another in a kind of rippling effect.

· In a ripple counter, a flip-flop output transition serves as a source for triggering other flip-flops.
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SYNCHRONOUS COUNTER
· Synchronous binary counter have a regular pattern can be seen from this figure.
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 This is an example of a   4-bit   synchronous binary counter, implemented using J-K flip-flops   and   AND   gates 
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decade counter
Program:

library ieee;

use ieee.std_logic_1164.all;

use ieee.std_logic_unsigned.all;

use ieee.std_logic_arith.all;

entity counter7 is


port(clk:in std_logic;


rst:in std_logic;


tc:out std_logic;


count:buffer std_logic_vector(3 downto 0));

end counter7;

architecture counter71 of counter7 is

begin


process(clk,rst)  

begin


if(clk'event and clk='1')then


if(rst='1'or count="1001")then



count<="0000";


else 



count<=count+1;


end if;
end if;


if(count="1001")then



tc<='1';


else

tc<='0';


end if;
 end process;end counter71;

special counters:

Special Counters Are
1. Ring Counter
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Truth Table:
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2. Twisted Ring (Or) Johnson Counter
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Truth Table:
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REGISTERS
>a  register  is  a  group  of  flip-flops  capable  of  storing  one  bit  of  information.
>register  consists  of  a  group  of  flip-flops  &  gates  that  effect  their  transition. the flip-flops holds  the  binary  information  & the  gate control  when  &  how  new  information  is  transferred  into  the  register.    
  >the  simplest  register   is  that  which  only  contains  flip-flops , with no  external  gates.   
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It shows how a register    constructed    with   four   d flip-flops. The   common   clock input triggers all flip-flops. 
SHIFT REGISTERS
· In digital circuits a shift register is a group of flip flops set up in a linear fashion which have their inputs and outputs connected together in such a way that the data are shifted down the line when the circuit is activated.
· The simplest shift register is one that uses only flip-flops. 
Shift registers are classified as four types
1. SISO Shift Register
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2. SIPO Shift Register
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3. PISO Shift Register
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4. PIPO Shift Register
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SHIFT REGISTER

Program:

library ieee;

use ieee.std_logic_1164.all;

use ieee.std_logic_arith.all;

entity sr1 is


port(mode:in std_logic;


ser:in std_logic;


clk1,clk2:in std_logic;


a,b,c,d:in std_logic;


qa,qb,qc,qd:inout std_logic);

end sr1;

architecture sr71 of sr1 is

begin


process(mode,clk1,clk2,a,b,c,d)  

begin


if(clk1'event and (not clk1)='1')then


if mode='1'then



qa<=a;
qb<=b;
qc<=c;
qd<=d;



else if(clk2'event and (not clk2)='1')then



elsif mode='0' then




qa<=ser;qb<=qa;qc<=qb;qd<=qc; end if;



end if; 


   end if;


end process;


end sr71;
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